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Abstract—In almost all countries, public transportation is the primary choice for people to make daily trips. One of the main problems 

of public transportation is the accuracy of the vehicle arrival schedule information. In some types of public transportation with 

particular tracks, such as rapid transit (e.g., MRT), the arrival time can be predicted easily because traffic jams do not affect 

transportation. This is different from buses, which use the same route as other vehicles so that traffic jams could affect them. This study 

tries to solve this problem by building an API that can be used to get information on the estimated arrival time of the bus. Estimated 

time is calculated based on the condition of the bus position and the actual condition of highway traffic from Google Directions API. 

The API was built using microservices technology, so it can be done quickly if it is further developed to a larger scale. The test was 

conducted on the Trans Jogja Bus by taking two routes, the short and the long routes. Each route could be explored 20 times under 

varying time and traffic conditions. Then, the difference between the estimated bus arrival time and the actual bus arrival time could 

be calculated on each trip. Based on the test results, the estimated bus arrival time generated by the API can be said to be entirely 

accurate because the difference between the estimated time and the actual bus arrival time is less than 30 seconds.  
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I. INTRODUCTION

Information is essential and must be obtained quickly 

through advanced technologies, primarily smartphone-based 

applications because three out of eight billion people today 

already have smartphones [1]. Any information related to 
public transportation systems, such as routes and schedules, is 

an example of an essential piece of information. If someone 

has the necessary transportation details, it could help them to 

avoid being late. The most needed information related to 

public transportation systems is the arrival time of vehicles at 

the station so that people can figure out how long it could take 

them to get to their destination [2]. Commuters use two kinds 

of mass transportation in the city: bus and rapid transit (MRT, 

subway). Most regions, particularly Southeast Asia, only have 

buses as the primary means of traveling [3]. A problem 

appeared when discussing the arrival time of the bus because 
it shared the road with other vehicles and did not have any 

particular track as rapid transit did. As a result, it is difficult 

for any bus to predict its arrival time because it depends on 

many factors like traffic jams, traffic diversion, or roadworks 

[4]. That seems impossible to make a fixed schedule for the 

bus arrival time because the time would be different each time 

the bus arrived. The only way to fix this problem is by 

periodically measuring bus arrival time estimation to the bus 

stop based on road traffic or other obstacles that might slow 

down the bus speed. Although this method might not 

accurately predict the arrival time, at least the estimated time 

result can help compared to none. 

The solution above requires a GPS tracker inside the bus 
with a communication device to periodically send its location 

to the server to estimate the bus arrival time[5]. However, this 

approach is costly and challenging to implement because 

needs to buy a set of hardware for each bus. A cheaper 

alternative to applying that approach is a smartphone-based 

application to send its location through cellular networks to 

the server. There is no need to buy additional equipment to 

implement this approach, assuming each driver already owns 

a mobile phone (smartphone). This approach also requires a 

web-based server API (Application Programming Interface), 

which connects the client and server to store bus location data 

from the driver's smartphone and calculate the arrival time to 
the next bus stop [6]. 
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Service-oriented architecture is a type of architecture that 

is widely used to accommodate applications that have two 

sides, called client and server [7]. There are two popular types 

of server-based architecture: monolithic and microservices. 

Monolithic architecture is a traditional server-based 

architecture that can be quickly designed and implemented 

since all components are placed in one (mono) computer [8]. 

Although it has many benefits, monolithic architecture has 

some drawbacks, such as scaling up and maintaining, that are 

hard to deal with. We sometimes did not know how many 
resources the server needed initially, so it would be a waste if 

we set up huge but unused resources. Microservices 

architecture was designed to resolve this issue. It consists of 

many modules that can communicate to exchange data, and 

each module stands for only one loosely coupled service [9]. 

If a module was processing too many tasks, that module's 

resources could be upgraded to handle the job properly 

without disturbing another module. 

Because bus arrival schedule information must be 

presented in real-time, a particular technology, called 

WebSocket, is needed to support this solution. WebSocket is 
a two-way communication technology that allows the client 

or server to send messages first through a single TCP/IP 

socket connection [10]. Thus, anyone who wants to send 

information can send it directly without waiting for the other 

side to call first. Because the data transmission process can be 

done quickly, this technology is suitable for application to a 

system that requires real-time information. This research aims 

to see how accurate the estimated time of bus arrival is from 

a socket-based server in a microservice architecture; then, it 

can be used to help people by providing real-time bus 

schedule information. 

II. MATERIAL AND METHOD 

In this section, socket server and microservices architecture 

are presented. 

A. Application Programming Interface (API) 

Application Programming Interface or API is an interface 
that allows a computer to communicate with other computers 

to exchange data [11, 12, 13]. API is usually used for software 

built with a service-oriented architecture structure consisting 

of a client and a server, where the API acts as a server [14]. 

All communication between machines is done through the 

API, but currently, the word "API" refers more to a web-based 

API [15, 16, 17]. Web APIs, often called Web Service [18], 

are usually used as the back-end to build applications with 

various platforms, such as web-based and mobile applications 

because the API is designed not to be tied to the platform type 

of client that could access it [19, 20]. One of the most widely 

used API types is REST because of its simple scheme [21, 22, 
23]. It does not require powerful resources, so server 

performance is not too heavy [24]. Only one centralized 

database is placed on the web server using the API, as shown 

in Figure 1. 

While from the client side (web and mobile), it is only 

enough to make a request when it needs to send data and 

receive a response when it requires specific data from the 

database. The entire communication process is generally done 

over the Internet using the HTTP protocol. 

 
Fig. 1  Service-oriented architecture diagram 

B. WebSocket 

Hypertext Transfer Protocol (HTTP) is the most popular 

network protocol to distribute information from one machine 

to another over a network [25].  

 

 
Fig. 2  Standard HTTP protocol 

 

WebSocket is a network protocol like HTTP. It is part of a 

computer program that allows full-duplex communication 
between two programs through the network, usually 

implemented in web or mobile applications to communicate 

with the web [26, 27]. WebSocket consists of an IP address 

and port as an endpoint to listen to any requests sent by the 

client. The main distinction between HTTP and WebSocket 

protocols is that each request is always replied to with a single 
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response (handshake), as shown in Figure 2. In contrast, the 

WebSocket protocol can reply to each request with many 

responses. The server must receive the request first before 

responding to the client using the HTTP protocol. 

On the other hand, the WebSocket protocol allows the 

server to transmit responses at any moment, even if the client 

does not initiate a request (bidirectional) [28]. Because the 

data transmission process is faster than the standard HTTP 

protocol, WebSocket can be used to build a system that 

requires real-time information transmission [29]. In this study, 
WebSocket could continuously be used to update information 

on the location of the bus that is running and could also be 

used to obtain real-time bus arrival schedule information at a 

bus stop. 

C. Microservice 

Microservice architecture is a collection of software 

components composed of small modules [30]. Microservices 

have the advantage of adapting to the system's scale, so it does 
not matter if the system scale suddenly needs to be expanded 

or reduced [31, 32, 33]. Microservice can divide the work into 

small modules, so the load on each module could be lighter 

[34, 35]. The main advantage of using microservices is the 

ease of maintenance and flexibility when system changes 

need to be implemented [36, 37]. 

 

 
Fig. 3  WebSocket protocol 

 

 

Fig. 4  Example of microservice architecture [38] 

 

D. System Preparation 

The system architecture consists of several servers to 

process requests and one API Gateway as the application's 

endpoint. All client requests could be addressed to the API 

Gateway; then, the API Gateway could determine the server 

that could process the request. Thus, the server workload can 

be divided evenly and not burden only one server, as shown 

in Figure 5. Because it uses a microservices architecture, if 

the server load is considered too heavy, for example, because 

the number of bus fleets or end-users increases, it is enough 

to add a new server connected to the existing system. This 

architecture also allows the API to be used for similar 
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transportation systems in other cities by copying existing 

services to a new server and connecting them all into a system. 

There are two types of clients who could use the API: bus 

drivers and end-users. The bus driver's application (client) 

updates the bus's latitude and longitude (geolocation) 

coordinate continuously with time intervals of 10 seconds 

through the background (asynchronous) process. The location 

could be sent and stored on the server via the location service 

bus using the socket protocol. The 10-second break was 

chosen with consideration so as not to burden the driver's 
cellphone too much, especially in terms of power and 

bandwidth. In addition, if the bus travels at a standard speed 

of 40 kilometers per hour, then in 10 seconds, the bus can 

move the maximum distance of 111 meters. This value could 

be the maximum value of the location difference between the 

latest bus location data and the actual bus location still within 

the tolerance limit. 

 

 
Fig. 5  System architecture 

 

In the end-user application, there is a feature to view the 

estimated time of bus arrival at a bus stop via bus schedule 
service. As a client, the end-user application could send a 

request to the server (API) to get the estimated arrival time 

data, as shown in Figure 6 Estimated arrival time is calculated 

based on previous mileage data compared to current traffic 

conditions obtained from the Google Directions API. There 

are three traffic density categories: light, medium, and heavy. 

All three are stored separately on the database in JSON format, 

as in the example in Figure 7. JSON can produce smaller file 

sizes than other formats (e.g., XML), so it's less burdensome 

on the server [39]. 

 

 
Fig. 6  Flowchart of estimated arrival time request 

 

 

"4-5" : { 

    "light": 163, 

    "medium": 381, 

    "heavy": 597 

}, 

"9-10" : { 

    "light": 215, 

    "medium": 430, 

    "heavy": 679  

}, 

 

Fig. 7  Example of traffic data 

 

Each data is stored in seconds with a key in the form of the 
origin and destination stop id, connected with a '-' sign. If the 

current traffic conditions are heavy, then the data that could 

be used for estimation is when the traffic conditions are heavy. 

Thus, the estimated bus arrival time calculation is expected to 

produce a more accurate value.  
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Fig. 8  Example of API usage for end-user apps 

 

Every time the bus moves from one stop to another, the 
server could save the current travel time and traffic conditions 

to update the data for calculating the next estimated arrival 

time. Considering the estimated arrival time of the bus could 

be more accurate because the road conditions are not much 

different from the previous trip. An example of an application 

user interface that could use this service is shown in Figure 8. 

III. RESULT AND DISCUSSION 

The test was conducted using the Trans Jogja Bus public 

transportation service by riding the bus directly. There are two 

routes that are the object of the test: a short route that passes 

through 8 stops and a long route that passes through 15 stops. 

Each route could take 20 trips on different days with varying 

times and traffic conditions.  

TABLE I 

ESTIMATED ARRIVAL TIME DIFFERENCE FOR SHORT ROUTE  

# 

Bus 

Stop 

Distance 

(m) 

Time Difference (in seconds) 

Min Max Average 

1 700 1 40 19.7 
2 1500 1 42 14.6 
3 2100 3 82 34.7 
4 1300 -9 47 22.7 
5 950 -15 58 27.35 
6 1200 1 59 23.95 
7 1000 -7 47 27.25 

8 1200 -11 57 24.7 

Average -4.5 54 24.37 

 

Every time the bus departs from one stop to the next, the 

estimated time shown by the application could be compared 

with the actual time to the next stop. Thus, each stop could 

have as many as 20 estimated times varying from light to 

heavy traffic. The results of these tests are shown in Table 1 

for the short route and Table II for long route. 

From Table 1 above, we can conclude that the average 

overall difference between the estimated bus arrival time and 

the actual time is under 30 seconds, to be exact, 24.37 seconds. 

There is only one bus stop with an average time difference of 

more than 30 seconds, namely at bus stop #3, with a value of 

34.7 seconds. At that stop, the highest time difference is 82 

seconds, where this value has a fairly large gap when 
compared to other stops with a shorter distance. It can happen 

because the distance between bus stop #3 and the previous 

stop (#2) is quite far compared to the distance between other 

stops, which is 2100 meters (2.1 km). Because the journey 

taken is getting farther, the possibility of obstacles could also 

be greater, which delays the bus arrival time. 

TABLE II 

ESTIMATED ARRIVAL TIME DIFFERENCE FOR LONG ROUTE  

# Bus Stop 
Distance (m) 

Time Difference (in seconds) 

Min Max Average 

1 900 4 58 24.25 
2 800 6 59 32.4 
3 1100 2 58 29.0 
4 1000 -24 28 11.2 
5 450 -1 20 9.35 
6 1350 9 89 51.95 
7 500 3 55 28.7 
8 550 1 54 23.6 

9 500 -5 53 25.35 
10 900 1 54 23.4 
11 900 8 54 30.15 
12 1100 2 58 20.25 
13 750 1 36 15.15 
14 700 -18 56 23.9 
15 950 5 45 18.3 

Average -0.4 51.8 24.46 

 
Similar results also occur in the test for long routes, where 

the average difference between the estimated arrival time and 

the actual time is 24.46 seconds. There are several stops with 

an estimated bus arrival time of more than 30 seconds, but the 

most significant is at stop #6, where the average time 

difference is 51.95 seconds. Stop #6 has the longest distance 

to the previous stop compared to other stops, resulting in a 

significant time difference. 

The relationship between the distance to the difference 

between the estimated arrival time and the actual time can be 

seen as a plot in Figure 9. The figure shows that the farther 

the distance between the stops, the higher the difference in 
time difference could be, although the increase is not 

significant. It happens because the farther the bus travels from 

one stop to the next, the higher the chance of problems 

hindering bus travel. On the other hand, if the bus mileage is 

relatively short, the bus could reach the next stop faster, so the 

chance of obstacles appearing is also relatively small. 

Based on the overall test results, the average difference 

between the estimated arrival time and the actual time is under 

30 seconds. Because the error value is relatively small, the 

results can be tolerated so that the estimated bus arrival time 

can still be said to be accurate enough to be widely used. 
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Fig. 9  Relations between distance (x) with difference between estimated and 

actual arrival time (y) 

IV. CONCLUSION 

Overall, it can be concluded that the estimated bus arrival 

time information can be given accurately with an error rate of 

under 30 seconds. If there is a difference between the 

estimated time and the actual arrival time, then the difference 

could not be more than 30 seconds, which can be said to be a 

good result. Some steps that can be taken in the future to 

improve accuracy are by enriching traffic information from 

sources other than the Google Directions API. Since road 

traffic is unpredictable, it would be better if there were many 
other sources of information to determine the estimated bus 

arrival time in real-time. 
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