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Abstract— Data security is a critical concern in the digital era, requiring robust encryption methods to protect sensitive information. 

This study presents a hybrid encryption system combining Unimodular Hill Cipher (UHC) and Advanced Encryption Standard (AES), 

implemented in Python, to enhance security. The encryption process involves two layers: the plaintext is first encrypted using UHC 

with an unimodular key matrix and then re-encrypted using AES in the Electronic Codebook (ECB) mode. The system’s performance 

was evaluated through time analysis, entropy measurement, and correlation analysis. Results showed an average encryption time of 

10–300 ms, with a corresponding decryption time of 12–301 ms for text files up to 16 KB. The entropy values of ciphertexts reached an 

average of 7.98, indicating a high level of randomness, while the correlation between plaintext and ciphertext was as low as 0.18, 

confirming effective data obfuscation. Despite its strengths, the ECB mode’s vulnerability to repetitive data patterns and the challenges 

in generating truly random UHC keys highlight areas for further improvement. Future research should explore more secure AES 

modes, such as Cipher Block Chaining (CBC), and enhance key generation methods for UHC. This study demonstrates the potential of 

hybrid encryption systems to achieve high security and efficiency, making them suitable for safeguarding sensitive text data. The 

implementation is publicly available for further development and testing. 
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I. INTRODUCTION

Information security has become one of the most critical 

issues in this digital era, where almost every aspect of human 
life is connected to information and communication 

technology. The rapid growth in the use of the internet and 

digital devices has paved the way for various forms of threats 

to data privacy and security. The increasing number of 

cyberattacks, such as data theft, hacking, and digital fraud, has 

emphasized the importance of developing and implementing 

more secure and reliable encryption techniques to protect 

sensitive information. Encryption converts the original data 

(plaintext) into an unreadable form (ciphertext) using specific 

algorithms and encryption keys. The primary purpose of 

encryption is to ensure that only authorized parties can access 
the information after it has gone through the decryption 

process. The Advanced Encryption Standard (AES) has 

become one of the most widely used encryption standards 

among the various encryption algorithms available. It is 

widely recognized for its ability to provide high security and 

efficiency in data processing [1], [2], [3]. 
AES, which was implemented by the National Institute of 

Standards and Technology (NIST) in 2001, offers 

symmetrical encryption with a key length of 128-bit, 192-bit, 

or 256-bit. This algorithm has been extensively tested and 

used in various applications, including data encryption for 

wireless networks, data storage, and confidential 

communications. While AES is highly effective, the 

challenges continue to evolve as computing capabilities and 

attack methods become more sophisticated. Therefore, using 

additional algorithms or hybrid encryption is becoming 

increasingly important in dealing with this new threat. 
Unimodular Hill Cipher (UHC) is a variant of the Hill Cipher 

algorithm, which was first introduced by Lester S. Hill in 

1929. Hill Cipher is a classic encryption method that uses 

matrix operations to convert plaintext into ciphertext. The 
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main advantage of the Hill Cipher is its ability to generate 

ciphertext that is significantly different from the plaintext, 

even if only one character in the plaintext is changed. 

Unimodular Hill Cipher is a unique form of Hill Cipher in 

which the key matrix used is unimodular, i.e., has a 

determinant of ±1. This ensures the matrix can be easily 

inverted, an essential condition for successful decryption. 

Combining the Unimodular Hill Cipher and AES in a hybrid 

encryption system provides several advantages. First, UHC 

offers additional data transformation complexity, making 
cryptographic analysis more difficult. Second, AES adds a 

recognized and proven layer of security, thereby increasing 

the system's resilience to various types of attacks. Combining 

these two algorithms is expected to result in a stronger 

encryption solution, more resistant to hacking or analysis 

attempts by unauthorized parties. All the above narratives are 

contained in Figure 1 below.  
 

 
Fig. 1  Encryption and Decryption Process Flow Diagram 

 

This diagram outlines the main stages of encryption and 

decryption. The process starts with the Unimodular Hill 

Cipher (UHC), producing an initial ciphertext, followed by 

Advanced Encryption Standard (AES) for the final ciphertext. 

Decryption reverses this sequence, beginning with AES and 

ending with UHC. This layered approach enhances security 

by adding complexity at each stage [4], [5], [6]. 

This research aims to develop and implement a text 

encryption program combining the Unimodular Hill Cipher 

and AES. The program is designed to encrypt text in layers, 
where the original text is first encrypted using UHC, and then 

the result of that encryption is encrypted again using AES. 

This approach is expected to achieve a higher level of security 

than using one of the algorithms separately. In this study, the 

encryption and decryption process were implemented using 

the Python programming language. Python's choice is based 

on its ability to support various cryptographic libraries and its 

ease of developing complex programs. The program generates 

an initial plaintext file that can be modified and an output file 

containing the final encryption result. The program's structure 

is also designed to be flexible and easy to further develop for 
future applications. The next section of this paper discusses a 

literature review of the methodology used in program 

development, implementation results, and analysis of the 

performance and security of the proposed encryption system. 

We hope this research can make a real contribution to the field 

of information security, especially in developing more secure 

and reliable encryption techniques [7], [8], [9]. 

II. MATERIALS AND METHOD 

This methodology section outlines the systematic approach 

used in the research to develop and implement a text 

encryption system based on a combination of Unimodular Hill 
Cipher (UHC) and Advanced Encryption Standard (AES). 

This methodology is designed to ensure that every step in the 

encryption and decryption process is carried out precisely, 

allowing for a thorough evaluation of the effectiveness and 

security of the developed system. This section details the 

stages involved, from algorithm selection and preparation to 

code development, testing, and analyzing results. The 

approach implemented includes key selection, 

implementation of encryption and decryption algorithms, and 

evaluation methods to ensure that the system functions as 

intended and meets the expected security standards. A 
detailed explanation of each aspect of this methodology aims 

to understand clearly how these encryption systems are 

developed and tested. The method used in this study includes 

several key stages required to create, implement, and test a 

text encryption program using a combination of Unimodular 

Hill Cipher (UHC) and Advanced Encryption Standard 

(AES). This approach is designed to ensure that the resulting 

encryption solution has a high level of security and efficiency 

in the encryption and decryption process [10], [11], [12]. 

The first stage in this methodology is the selection and 

preparation of the algorithm. Unimodular Hill Cipher (UHC) 

was chosen for its ability to perform matrix-based encryption 
using an unimodular key matrix with a determinant of ±1. 

This step involves randomly generating a key matrix and 

ensuring its determinants are qualified to allow decryption. 

The plaintext text is converted into a numeric vector, which is 

then multiplied by a key matrix to generate the ciphertext. 

This ciphertext is then converted back into text characters that 

form the final ciphertext, which becomes the input for the next 

encryption stage. For the second layer, the Advanced 

Encryption Standard (AES), a widely recognized symmetric 

encryption algorithm, is used. AES keys are randomly 

generated and adjusted to the selected key length, such as 128-
bit, 192-bit, or 256-bit. The program uses AES in the 

Electronic Codebook (ECB) mode of operation for simplicity 

of implementation. Text that has been encrypted using UHC 

is then re-encrypted using AES, with a process that involves 

dividing the ciphertext into blocks corresponding to the AES 

key's length, which is then encrypted independently [13], 

[14], [15]. 

The encryption program was developed using the Python 

programming language, which was chosen for its support for 

numerical operations and powerful cryptographic libraries. 

The main libraries include numpy for matrix operations and 
pycryptodome for AES implementations. The program is 

modularly designed, with each function handling one aspect 

of the encryption or decryption process, including tasks for 

UHC, AES, and other supporting functions. The program 

accepts plaintext text as input through the original.txt file, and 

the encrypted result is stored in the uhcAES_encrypted.txt 

file. The create_original_text function is provided to make it 

easier for users to change the content of plaintext files. After 

the development of the program is completed, the testing and 
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validation stage is carried out. Testing begins with testing the 

encryption and decryption functions individually to ensure 

each component functions correctly. Furthermore, a complete 

encryption process that combines UHC and AES is tested to 

ensure that the resulting ciphertext can be appropriately 

encrypted and decrypted without data loss. In addition, the 

program is tested against several basic cryptographic attack 

scenarios to provide a preliminary idea of the level of security 

offered by the combination of UHC and AES [16], [17], [18]. 

Each stage of development and testing is documented in 
detail to ensure process transparency and facilitate replication 

by other researchers. This documentation includes descriptions 

of key functions, examples of use, and test results. The final 

report includes an introduction, literature review, methodology, 

results, analysis, conclusions, and suggestions for further 

development. The program's source code and user instructions 

are also compiled in an easily accessible and understandable 

format, emphasizing ease of use and the possibility of further 

development by the community or other researchers. Figure 2 

below provides a clearer illustration of all these processes. The 

flowchart illustrates the algorithm's implementation steps, 
including key generation, encryption, and result storage. It 

highlights the systematic design and ensures that each step 

contributes to maintaining data integrity and efficient 

processing [19], [20], [21]. 
 

 
Fig. 2  Algorithm Implementation Flowchart  

III. RESULTS AND DISCUSSION 

This section presents the results of implementing and 

testing a text encryption system that combines Unimodular 

Hill Cipher (UHC) and Advanced Encryption Standard 

(AES). The focus of this discussion is to evaluate the 

effectiveness and efficiency of the developed hybrid 

encryption system and compare the results obtained with 

existing theoretical and cryptographic expectations. We 

discuss various aspects, including the algorithm's 

performance in terms of encryption and decryption runtime, 

resistance to cryptographic attacks, and the quality of the 

resulting ciphertext. Additionally, this section identifies and 

analyzes potential weaknesses and challenges that arise 
during testing and provides insight into how the combination 

of these two algorithms affects the overall security and 

performance of the system. Comparing the results obtained 

with other encryption methods is hoped to provide a clearer 

picture of the advantages and limitations of the proposed 

hybrid approach [22], [23].  

The process of encrypting and decrypting text using a 

hybrid system of Unimodular Hill Cipher (UHC) and 

Advanced Encryption Standard (AES) is carried out through 

several structured steps to ensure data integrity and security. 

At the encryption stage, the original text stored in the 

original.txt file is first subjected to encryption using UHC. 

The result of this encryption is stored in an encryption.txt file, 

where the original text has been converted into a ciphertext 

form by the UHC algorithm. Furthermore, the ciphertext 

generated from the UHC process is further encrypted using 
AES. This encryption process results in a 

uhcAES_encrypted.txt file, which contains the final 

ciphertext, resulting from a combination of the two 

algorithms. For the decryption process, the first step is to read 

the uhcAES_encrypted.txt file, which results from the final 

encryption. This ciphertext is then decrypted using AES to 

revert it to its previous form of UHC ciphertext. The AES 

decryption results are stored in uhcAES_decrypted.txt files. 

Next, these files are processed through a UHC decryption step 

to restore the data to its original form. This decrypted text is 

then stored in a dekrpsi.txt file, hopefully matching the 
original text in the original.txt file. This process ensures that 

the encrypted data can be recovered accurately, guaranteeing 

that the encryption and decryption systems are running 

correctly, and that the data remains safe. This is stated in 

Table 1 below [24], [25]. 

The original text used in this study is a key element 

determining the effectiveness and resilience of the developed 

encryption system. For experimental purposes, the original 

text is taken from various sources to ensure that the encryption 

and decryption results can be thoroughly tested on different 

types of content. The selected text includes various formats 
and complexities, including plain text of varying lengths and 

text containing special characters and non-alphabetic 

symbols. Variations in this original text aim to test the 

robustness of encryption systems against various scenarios 

and ensure that Unimodular Hill Cipher (UHC) and Advanced 

Encryption Standard (AES) algorithms can handle different 

types of data without sacrificing security or integrity. Each 

original text is stored in an original.txt file and processed 

through an encryption stage to produce a ciphertext that is 

then analyzed.  

TABLE I 

SCENARIOS OF THE ENCRYPTION PROCESS – DECRYPTION AND RESULTING 

FILES 

Encryption Process 

Original Encryption by 

UHC 

Encryption by AES 

original.txt enkripsi.txt uhcAES_encrypted
.txt 

Decryption Process 

Encryption Results 
by UHC + AES 

Decryption by 
UHC 

Original Text 

uhcAES_encrypted

.txt 

uhcAES_decrypted

.txt 

dekrpsi.txt 

 

With this approach, this study seeks to provide a 

comprehensive overview of encryption systems' performance 

and reliability on various types of inputs and assesses the 

effectiveness of the techniques applied in a broader context. 

All the above descriptions can be seen in more detail in Figure 

3 below  [26], [27].  
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Fig. 3  The original text 

 
The list of keys used in this encryption system is: [2, 2020, 

4, 5, 101, 4040, 8, 10, 202, 40, 1010, 404, 20, 505]. These 

keys are chosen to ensure sufficient variation in the encryption 

process, with each value in the list serving as an element of 

the key matrix on the Unimodular Hill Cipher (UHC) 

algorithm. The selection of these values is based on the 

principle of randomness and even distribution to increase the 
complexity of encryption. In the context of AES, this key is 

also used to generate a larger encryption key, which ensures 

additional security for the encrypted data. The use of this 

diverse key list helps in testing the system's resilience to 

different types of inputs and ensuring that the resulting 

encryption is entirely secure and difficult to predict [28], [29]. 

For more access to the implementation and source code of 

text encryption systems using Unimodular Hill Cipher (UHC) 

and Advanced Encryption Standard (AES), you can visit our 

GitHub repository at https://github.com/dwijonarko/py-uhc-

aes-text.  This repository provides all the necessary files, 
including Python code for the UHC and AES algorithms, and 

documentation explaining how to use and set up the program. 

Here, you also find installation instructions, sample data, and 

test results that can assist you in understanding and modifying 

the implementation as needed. We encourage users and 

researchers to explore these repositories, provide feedback, or 

contribute to further developing these encryption systems. An 

important note related to the results of this study is that the 

decryption carried out has succeeded in recovering the 

original text accurately. The decryption process results in the 

ciphertext generated from encryption with Unimodular Hill 

Cipher (UHC) and Advanced Encryption Standard (AES) 
consistent with the original.txt files. Therefore, because the 

decryption generates text identical to the original text without 

any data loss or alteration, an in-depth analysis of the accuracy 

of the decryption does not need to be included separately in 

this report. In other words, the accuracy of the decryption 

results can be ensured without the need for additional 

analysis, so that the focus of the study can be directed to other 

aspects of the encryption system, such as algorithm 

performance and multiple analyses [30], [31]. 

Time, entropy, and correlation analysis are all critical aspects 

of evaluating encryption systems, providing in-depth insights 

into the performance and security of the encryption methods 

applied. First, time analysis measures the duration required for 

encryption and decryption processes on various data sizes. This 

measurement involves recording the execution time of each stage 

of the encryption and decryption process to determine the 
algorithm's efficiency and identify potential bottlenecks in the 

system. Furthermore, entropy analysis is used to measure the 

level of chaos in the generated ciphertext. Entropy, which 

measures the probability distribution of characters in ciphertext, 

is essential to ensure that encryption successfully eliminates 

exploitable patterns. High entropy indicates that the ciphertext 

has an even and random distribution of characters, increasing 

data security. Finally, correlation analysis assessed the 

relationship between characters in the ciphertext and the 

plaintext. The low correlation between the characters in 

ciphertext and plaintext indicates that the encryption system has 
effectively removed recognizable patterns from the original data. 

Through this analysis, we can evaluate the extent to which the 

encryption system successfully maintains data confidentiality 

and ensures that the system's performance meets the expected 

standards. By combining the results of these three analyses, we 

can get a comprehensive picture of the quality and security of the 

encryption systems that have been developed. All these 

descriptions can be seen more clearly in Table 2 below [32], [33]. 

Based on the encryption timetables above, the hybrid 

encryption system combining Unimodular Hill Cipher (UHC) 

and Advanced Encryption Standard (AES) demonstrates 

relatively efficient encryption and decryption times across 
various file sizes. In the previous paper by Arifin et al. ]10], 

which combined UHC and RSA, the processing time tended to 

be longer, particularly for larger files, due to the computational 

complexity of RSA involving modular exponentiation with 

asymmetric keys. In comparison, the AES algorithm in this 

study utilizes symmetric keys, which are computationally 

lighter, resulting in faster encryption times, especially for larger 

file sizes, as shown in Table 2, where an initial file size of 6 B 

was encrypted to 10,240 B. Additionally, the AES-based hybrid 

method's distribution of encryption time is more stable than that 
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of RSA, which often experiences exponential increases in time 

for large files. This makes the UHC-AES method more 

practical for applications requiring both high security and time 

efficiency [1], [10], [34].  

TABLE II 

ANALYSIS OF TIME, ENTROPY, AND CORRELATION 

Password 1 Password 2 
Encryption 

Time (ms) 

Decryption 

Time (ms) 

File Size 

(Byte) 

The Value of 

Entropy 
Correlation 

2 2024 12.229681 11.516094 16128 7.985074257 0.1820418380004798 

40 2024 40.903807 26.238203 16000 7.984681571 0.1820418380004798 

101 2024 112.50186 116.90855 16000 7.98094018 0.1820418380004798 

2020 2024 295899.8199 300106.4525 16000 7.986204426 0.1820418380004798 

2 17082024 10.204315 12.937546 16128 7.982736964 0.1820418380004798 

40 17082024 39.904594 28.150797 15980 7.984135638 0.1820418380004798 

101 17082024 178.717852 113.425016 15980 7.985681772 0.1820418380004798 

2020 17082024 296214.7319 297732.6298 15980 7.982945143 0.1820418380004798 

 

Based on Table 2, the following visualizations provide a 

clearer picture of the encryption and decryption time, file size, 

and entropy values for the various password combinations 

tested. Figure 4 below clearly visualizes the duration of time 

it takes to encrypt and decrypt various password 

combinations. This graph shows the relationship between 

encryption and decryption times for various password 
combinations.  

 

 
Fig. 4  Encryption and Decryption Runtime Graph 

 

It provides insights into the algorithm's performance, 

indicating dependencies on password length or data size and 

identifying potential efficiency bottlenecks. In this graph, the 

X-axis shows the encryption time in milliseconds, while the 
Y-axis shows the decryption time in milliseconds. The dots 

on the graph represent each password pair tested, with labels 

indicating the specific combination of Password 1 and 

Password 2. This graph aims to illustrate the relationship 

between the time required for encryption and decryption and 

to provide insight into how much the processing time varies 

based on the password combination used. With this analysis, 

we can identify patterns or outliers in encryption and 

decryption performance and evaluate the efficiency of the 

algorithms implemented in the system [35], [36]. 

Figure 5 below illustrates how the entropy value changes 
based on the password combination used. In this graph, the X-

axis represents the password pair under test, while the Y-axis 

represents the measured entropy value. Each dot on the plot 

line represents the entropy of the encrypted file for a given 

password combination.  

 

 
Fig. 5  Line Plot: Entropy Value Based on Password Combination 

 

The line connecting these points allows us to see trends or 

patterns in entropy values. This graph is important for 

understanding how stable or varying the level of entropy 

generated by various password combinations is and for 

evaluating the encryption system's cryptographic strength 

based on the encrypted data's entropy. Moreover, this plot 

depicts the entropy values of the ciphertext for different 

password combinations. It evaluates how well the encryption 
obfuscates patterns in the original data, with higher entropy 

indicating more randomness and better cryptographic strength 

[37], [38]. 

Figure 6 provides insight into the distribution of encryption 

and decryption runtime for different password combinations. 

The boxplot displays variations in runtime for encryption and 

decryption across different password combinations. It 

identifies consistency and anomalies in performance, 

providing insights into the algorithm's reliability. In this 

boxplot, the X-axis indicates the type of time (encryption or 

decryption), while the Y-axis represents the duration of time 
in milliseconds. Each box plot depicts the interquartile, 

median, and outlier ranges of the time required for the 

encryption and decryption. With this visualization, we can 

quickly identify how consistent or varied the time needed for 

each type of process is and detect any extreme values or 

anomalies in the data. This graph helps evaluate the efficiency 

and reliability of encryption and decryption algorithms based 

on the measured runtime [39], [40]. 

448



 
Fig. 6  Boxplot: Distribution of Encryption and Decryption Time  

 
Figure 7 illustrates the distribution of entropy values of the 

encrypted data. The histogram represents the frequency 

distribution of entropy values for the ciphertext. A uniform 

distribution indicates a higher security level, while 

recognizable patterns may highlight weaknesses in the 

encryption process. On this histogram, the X-axis shows the 

range of entropy values, while the Y-axis depicts the frequency 
of occurrence of these values in the dataset. Each bar on the 

histogram represents the number of encrypted files with an 

entropy value in each interval. These graphs allow us to analyze 

how often certain entropy values appear and identify patterns 

or distributions of entropy values in the data. With this 

information, we can assess the cryptographic strength of the 

encryption system and determine how well the system 

generates data that has high entropy, which is an indicator of 

the level of security of the encryption applied [41].  

 

 
Fig. 7  Histogram Entropy Value 

 

Figure 8 below provides a comprehensive visual 
comparison of different password combinations across 

several performance metrics. This radar chart compares 

password combinations based on encryption time, decryption 

time, file size, and entropy value. It visualizes performance 

differences, helping identify combinations that balance 

security and efficiency. Moreover, the radar chart illustrates 

how each password pair performs relative to encryption time, 

decryption time, file size, and entropy value. Each axis of the 

radar chart represents one of these metrics, with the data 
points plotted to form a polygon that encapsulates the 

performance profile of each password pair. By comparing 

these polygons, we can quickly identify strengths and 

weaknesses in each password's performance across various 

criteria. This visualization is valuable for understanding how 

different password combinations impact overall system 

performance and encryption effectiveness, offering insights 

into which combinations provide the optimal balance between 

security and efficiency [42]. 

 

 
Fig. 8  Radar Chart: Comparing Passwords based on Multiple Metrics 

 

Histogram analysis of the original text file provides in-

depth insight into the frequency distribution of characters in 

the text. By visualizing the histogram, we can identify the 
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pattern of character distribution and the frequency of 

occurrence of each character in the text, which helps in 

understanding the structure and complexity of the data. This 

histogram allows us to see which characters appear most often 

and which appear infrequently, providing important 

information about the texture of the original data before the 

encryption process is implemented. This analysis is also 

helpful in identifying potential patterns or structures that 

could affect the effectiveness of encryption and for comparing 

how the distribution of characters changes after the text is 
encrypted. By understanding the initial distribution of 

characters, we can evaluate how well the encryption system 

obfuscates information and eliminates patterns that attackers 

can exploit. All of this can be seen more clearly in Figure 9 

below. The histogram shows the frequency distribution of 

characters in the original text. It provides a baseline for 

understanding how encryption disrupts these patterns, 

demonstrating the algorithm’s effectiveness in masking data 

structure [43]. 

Histogram analysis of encrypted text files is a crucial step 

in evaluating the effectiveness of the encryption system 
implemented. By examining the histogram of the ciphertext, 

we can assess the extent to which encryption has succeeded in 

obscuring the distribution of the original characters and 

eliminating recognizable patterns. This histogram provides an 

overview of the frequency of character occurrence in 

ciphertext, which should ideally show an even distribution 

without a clear pattern, signaling that the data has been well 

encrypted and secure.  

 

 
Fig. 9  Histogram analysis of the original text file 

 

The comparison between the original text histogram and 

the ciphertext histogram allows us to evaluate how effective 

the encryption algorithm is in hiding the original information 

and preventing statistical analysis that the attacker might 

perform. By concluding this histogram analysis, we can be 

sure that the encryption system has functioned according to 

its design purpose. Thus, the histogram analysis of the 

encrypted text file concludes the results and discussion 

section of this paper, providing a comprehensive conclusion 
to the evaluation of the encryption system that has been 

developed. This can be seen more clearly in Table 3 below. 

[34], [44]. 

TABLE III 

HISTOGRAM ANALYSIS OF ENCRYPTED TEXT FILES 

Password 1 Password 2 Histogram of Encrypted Files 

2 2024 
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40 2024 

 

101 2024 

 

2020 2024 
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2 17082024 

 

40 17082024 

 

101 17082024 

 

452



2020 17082024 

 

 
The hybrid encryption system combining Unimodular Hill 

Cipher (UHC) and Advanced Encryption Standard (AES) 

demonstrates strong performance against pattern-based 
cryptographic attacks, as evidenced by time, entropy, and 

correlation analyses. However, the study does not address its 

effectiveness against side-channel attacks and quantum 

computing-based threats. Side-channel attacks, such as power 

or timing analysis, require implementation-level defenses like 

noise injection or masking. While AES remains relatively 

secure in a quantum context, with its 256-bit key length 

recommended to counteract Grover's Algorithm, UHC, as a 

classical algorithm, may be more susceptible to quantum 

analysis, especially if its key structure is predictable. 

Strengthening the system with longer AES keys and exploring 

quantum-resistant alternatives, such as lattice-based 
cryptography, would enhance security [4], [13], [24]. 

IV. CONCLUSION  

This study's conclusion shows that combining Unimodular 

Hill Cipher (UHC) and Advanced Encryption Standard (AES) 

in a hybrid encryption system successfully provides a higher 

level of security compared to using either algorithm 

separately. UHC, with its unimodular matrix nature, can 
produce complex text transformations, which are difficult for 

attackers to analyze or break without knowing the exact keys. 

This provides the first layer of encryption that is already 

strong. However, since UHC is a classic algorithm, its use as 

the only encryption method may still be vulnerable to more 

sophisticated modern attacks. On the other hand, AES has 

proven to be a global encryption standard that provides an 

extra layer of security, especially in the face of brute force 

attacks and other attacks that are often effective against 

simpler algorithms. Combining these two algorithms in a 

single encryption system provides a significant advantage, 

where UHC creates initial complexity, and AES strengthens 
it with more durable and hard-to-break encryption. This 

double encryption process ensures that even if one layer of 

encryption can be broken, the other layer still protects the 

integrity and confidentiality of the data. 

The implementation of this program using the Python 

programming language has also proven to be effective. 

Python provides robust and flexible libraries, such as numpy 

for matrix manipulation and pycryptodome for cryptographic 

operations, which facilitate the development of complex 
algorithms such as UHC and AES. The modular structure of 

the program allows for high flexibility so that it can be easily 

expanded or customized for other specific needs. In addition, 

the program has been tested in various scenarios, and the 

results show that this hybrid encryption system works well, 

resulting in a secure ciphertext that can be appropriately 

returned to plaintext through the decryption process. 

However, this study also reveals some challenges that need to 

be considered in further development. For example, although 

UHC provides complex text transformations, its security 

relies heavily on selecting a completely random and 

unpredictable key matrix. On the other hand, the AES mode 
of operation used, namely ECB, while easy to implement, is 

known to have weaknesses in handling repetitive data, which 

attackers can leverage to map patterns in the ciphertext. 

Therefore, as a further development step, it is recommended 

to explore the use of more secure AES operating modes, such 

as CBC (Cipher Block Chaining), and improve key generation 

methods for UHC. 

Overall, the research contributes to developing more secure 

encryption methods by combining the power of two 

algorithms, UHC and AES. This hybrid encryption system 

shows great potential for use in a wide range of applications 
requiring high data protection. The results of this research are 

expected to be the basis for further study in the field of 

cryptography, especially in developing more sophisticated 

encryption techniques resistant to various types of modern 

cryptographic attacks. Although the combination of 

Unimodular Hill Cipher (UHC) and Advanced Encryption 

Standard (AES) in hybrid encryption systems shows 

significant improvements in terms of security, some open 

issues still require further research. One of the main problems 

is vulnerability to more sophisticated cryptographic attacks, 

specifically those that may exploit patterns in ciphertext 

generated by the Electronic Codebook (ECB) operating mode 
of AES. This model is known to be insecure enough for some 

applications, mainly when the generated ciphertext displays 

repetitive patterns, thus opening up opportunities for attackers 
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to map the original data structure. In addition, although UHC 

offers complexity in text transformation, generating a truly 

random and evenly distributed key matrix is still a challenge, 

as inaccuracies in key generation can reduce the expected 

level of security. Finally, integrating UHC and AES in the 

context of massive text encryption or on resource-constrained 

systems is also an area that needs further exploration to ensure 

that these solutions remain efficient without sacrificing 

security. Future research can focus on developing a more 

secure operating mode for AES and improving key generation 
algorithms for UHC to strengthen the resilience of these 

encryption systems to various types of modern cryptographic 

attacks. 
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